# Devlog: Carving Pumpkins & Dwarfing dumplings

Welcome to the devlog for my game **Carving Pumpkins & Dwarfing Dumplings**.

It’s going to be a *really short one*, as this game is basically a spinoff from another game I was making. (It’s **Rolling in the Sheepe**, coming soon.)

In that game, I implemented a system that could *slice any shape (realistically*). So, for example, a player could be a *hexagon*. When I drew a line through that hexagon, it would *split* the shape into two parts. (Which, if you were to glue them together again, would represent the original hexagon.)

It was really cool to figure out *how* to do this. It’s “relatively easy”, though still quite challenging. (Especially when you get to supporting *any* shape, not just the “nice ones” like circles, rectangles, etc.)

However … as the game progressed, the mechanic just didn’t fit anymore. It was more *fun* to split players non-realistically. (Splitting a hexagon would just yield two smaller hexagons.) It fit better with the mechanics, the gameplay, the feeling of the game.

Determined to not let my code go to waste, I decided to create a quick little game that *did* use it!

As Halloween was coming up, it became a silly party game about slicing ( = carving) pumpkins.

**Remark:** I will *not* explain the algorithm for slicing shapes (in 2D) here. It’s quite complex and I discussed my journey of discovery *at length* in the other devlog. This is meant as a short devlog discussing only the interesting bits from *this* game.

## The idea

It’s simple. You can move and you can throw a knife. If the knife goes through another player, you literally slice them in two. The biggest part remains ( = *you* *are the biggest part*), the smaller parts will be lost and out of your control.

Any player who is too tiny, dies and is out of the game. The last one standing wins.

## Step 1: Sometimes you don’t need all the physics

At first, I implemented knives in the “traditional way”:

* I gave them a (narrow, rectangular) body
* When you threw them, I apply an *impulse*
* When they hit something, I decide whether I want to *slice* it ( = hitting another player)
* If not, I simply *bounce off of it* ( = hitting a wall) and let the physics engine do its thing.

This didn’t work.

Why not? Because *slicing something* is completely different from *hitting something*. They are, in most cases, complete opposites.

* To hit something, you need a body with some “area”. Slicing something means cutting it *along a thin, zero-width line*.
* It’s really hard to tell the physics engine to “delay” colliding with something. They’re not built for that, and for a good reason.

As such, the code would work 50% of the time. But the other times, one of these situations would happen:

* The *body* hit something. But when I shoot a line from it, the line *missed* that object. So we clearly hit someone … but still didn’t slice them.
* We sliced someone. But, the *collision* also came through, which means our knife had some random rotation/offset added *before* calculating the slice line. Leading to wildly unpredictable slices.
* Sometimes, if the knife was going fast, both cases would simply fail and nothing happened.

So let’s return to that first remark: **slicing means a zero-width line.** That means … we don’t need the physics body (on knives)!

I removed the body (and its shape). I added some code to handle *velocity* myself. (Simply move according to velocity each frame and dampen it a little.)

Then I added a **raycast** just ahead of the knife. If it hits a player, it shoots a line straight ahead, and slices the player across that line. All bodies that come out of it are saved as “exceptions”. These will *not* be picked up by the raycast from now on.

(Otherwise, it just keeps slicing and slicing every frame, because it will *keep hitting the player* until the knife comes out on the other side.)

If it hits something else, I simply *deflect* the knife. There’s a basic formula for deflecting a force/velocity:

<TO DO: CODE HERE>

With these simple steps, we have a knife that can both *slice* and *collide* (realistically) … without actually having a physics body.

I only use the physics engine for shooting that *raycast* into the world. Otherwise, the knives are completely handled by my own code, which isn’t more than 40 lines.

## Step 2: Throwing and catching

Each knife has an *area* attached to it. (It’s called Area2D in Godot, my game engine. Many others call this a *sensor*.)

If this overlaps with its owner ( = the player that threw the knife), you pick it up again.

Of course, this has one issue: when you throw a knife … it immediately overlaps and you pick it up again! Which means nothing happens.

As such, just after throwing, I “disable” this area for 0.5 seconds. (This has the added benefit that throwing the knife into the wall, and immediately deflecting, will make it go *through* you instead of nothing happening.)

Then I added some simple code to reposition the knives correctly. (On the edge of the player shape, whatever that shape is.)

It uses the **Shoelace algorithm** to estimate the area of the player. We know that, in a perfect circle, Area = pi \* r^2. We can reverse that to get an *estimate* on the player radius, which would be r = square root(Area / pi).

The knives are placed this distance away from the player, a bit offset from each other. This way, they stick out nicely, whatever your shape.

At first, I “repositioned” the knives to always be in front of you. (Which is logical, as that’s the direction you’re facing, and that’s from where people usually hold/throw knives :p)

But I soon discovered this had issues and that there was a better idea: just keep the knifes *wherever you caught them.* If you catch your knife with your back … well, guess you’ll have to put some extra effort in aiming it later.

## Step 3: Cleaning up the mess

Realistically slicing everything has one downside: you can end up with loads of ugly, tiny shapes floating around.

That’s why there’s a minimum area. If a shape falls below this – again, this is estimated using the Shoelace algorithm – it’s simply deleted immediately.

Similarly, the parts that fly off a player have some damping attached to them, so they don’t just endlessly float around. After a few seconds, they will have stopped rotating and moving, and just lie on the arena as a sort of “evidence of what happened”.

TO DO: Image??

Another thing that makes it “cleaner” is that I *separate* knives you grab. At the start, I define X “predefined angles”. Whenever a new knife arrives, it snaps to one of those angles. (If that number is high enough, say above 20, the difference between the real angle and the snapped one is negligible.) Is the angle already occupied (by another knife)? Try another one, until you find an empty spot.

It makes it *so* much easier to see how many knifes you have and where they are pointing.

Lastly, I’ve learned from previous games that it’s actually not a great idea to have separate menu screens. Many games, when the game is done, will go to a different screen that says something like “Game over! This player won. Press one of these buttons to continue.” (This is often an overlay as well.)

I’ve found this to take players out of the experience. Additionally, you *certainly* don’t want to switch to a mouse every time (when the rest of the game plays on keyboard/controller).

Instead, when the game is over, each player simply gets a “bubble” next to their head. The winner gets a crown! The losers get a “title” based on their accomplishments. (You’ve moved more than anyone else in the game? You are a *Runner!*)

One of the players gets a bubble with the instructions (Restart or Exit), which are completely controlled by keyboard/controller.

This makes the whole experience much faster and more streamlined.

## Step 5: Making a first level

Now we need these things for a first level:

* The core game loop. (Know when it’s game over, do something then.)
* An arena in which to play. (Some obstacles, a background, etc.)
* Some powerups would be nice. Something basic like “you get an extra knife”.

### Core game loop

First step is easy. Whenever a player becomes too small, I send a “player\_died” signal to the state manager. It checks how many players are still alive. If only 1, we go to “game\_over”.

In that state, all those *bubbles* appear next to the players. Additionally, I turn off anything I don’t need (like, we don’t need to check for “game over” again *if it’s already game over*), and turn *on* the keys for navigating.

TO DO: Image (game over bubbles)

### Arenas

From a previous game that has some similarities to this one (*Totems of Tag*), I’ve learned that it’s best to manually create the whole arenas.

(Instead of, for example, creating a bunch of tiles and reusing them everywhere.)

It easily allows each arena to be completely unique (with visuals and mechanics not used anywhere else), without requiring me to spend time “abstracting” or “generalizing” all objects and tiles in the game.

As such, the first arena will be the *graveyard*. I’ll just draw a background, some decoration, and of course the tombstones. Then I import these to Godot, give them the necessary physics bodies/scripts/groups

**Remark:** *Groups?* In Godot, you can put everything into groups. It’s *really* useful. Now I have three groups: Sliceables, Deflectables and Stuckables. These aren’t actual words, I’ve simply always named groups like this. Why? Because it immediately tells you what the group *does*: the first type can be sliced, the second deflects knives, and the third makes knives get stuck inside them.

TO DO: Image (graveyard arena)

### powerups

For the powerups, I invented something nice, I think. Instead of doing it the normal way (powerups spawn, if you like what you see, grab it) … what if powerups came inside a package? And you need to open that package to see what it is?

And to open packages … you need to slice them, obviously.

I like this for two reasons:

* Picking up powerups is still easy: walk onto them
* But there’s a gamble: do you think the powerup is good, or are you going to check by throwing a knife against it?

There’s one issue, though. If you *don’t* check the powerup first … you don’t know what you’re getting. So there must be some *very clear feedback* about what you just grabbed.

At first, I wanted to give each player their own “interface” in the corner and show your powerups there (as usual).

However, again, I’ve learned this isn’t ideal.

* It takes up a lot of space.
* It limits me to 4 players maximum.
* Players need to constantly switch between *looking at themselves* (and what’s happening around them) and *looking at some corner of the screen that happens to hold their interface*.

As such, I will simply create *clear* *icons* for each powerup. These appear above your head for 1 or 2 seconds, then disappear.

Additionally, I’ll try to give each powerup a *permanent* reminder. Easy example: if you’re a ghost (and cannot be hit by knives), you become 50% transparent.

All of this together, makes the game “UI-less”. Which is amazing, if it works.
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